
SMOKE: Simulink Model Obfuscator Keeping Structure
Alexander Boll
University of Bern
Bern, Switzerland

Gesellschaft für Informatik
Berlin, Germany

Timo Kehrer
University of Bern
Bern, Switzerland

Michael Goedicke
University of Duisburg-Essen

Essen, Germany

Abstract
Simulink is extensively used across various industries to model and
simulate cyber-physical systems. Most industry-built models con-
tain sensitive intellectual property, which prevents companies from
sharing models with interested third parties, such as researchers.
Initiatives to replace industry-built models with open-source alter-
natives exist, however they offer only limited remedy. In this work,
we offer a novel approach: a Simulink obfuscation tool named
SMOKE, designed to selectively protect intellectual property in
models. This allows companies to share relevant parts of their mod-
els with researchers or other third parties, while safeguarding all
sensitive information. We evaluated the tool on an extensive set
of open-source models and found it successfully removes sensitive
components, while preserving model structure. A video demonstra-
tion of SMOKE is available online at https://youtu.be/2KI6HGHrJ20.

CCS Concepts
• Software and its engineering→ Softwaremaintenance tools;
•Computer systems organization→ Embedded and cyber-physical
systems; • Computing methodologies→Model development
and analysis; • Security and privacy → Software and applica-
tion security.
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1 Introduction
Across various industries, Simulink is a widely-used tool to design,
implement and simulate cyber-physical systems [4, 5]. The popu-
larity of Simulink also gives rise to a considerable research interest,
e.g., into better understanding Simulink models and their evolution
[22]. However, within the research community, it is well known
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that companies mostly do not share their Simulink models to pro-
tect intellectual property (IP) [7]. In some cases, industry partners
share their models under severe limitations, such as non-disclosure
agreements, which strictly prohibit the publication of model files or
any visual representations of the models. Often, companies control
the composition of research groups, or restrict access to models to
company computers and locations. This practice creates significant
challenges for the FAIR principles [28] in Simulink research and
often leaves researchers without useful study subjects [22]. The
modeling research community has begun addressing this issue by
developing corpora of open-source Simulink models [5, 22–24],
which can serve as substitutes for proprietary models in research.
However, open-source models in general are much smaller than
industry models, and are often no adequate substitutes [5, 7].

In this work, we introduce SMOKE: Simulink Model Obfuscator
Keeping structurE, an extendable, open-source tool for protecting
intellectual property through selective anonymization of Simulink
models. Our overall goal is to enable anonymization by ensuring
the removal of sensitive information while maintaining the models’
usefulness for research. Thus, a model being anonymized using
SMOKE is still a valid Simulink model whose logical structure is
isomorphic to the original one, yet exposing a different visual ap-
pearance and functional behavior, depending on the desired degree
of anonymization. Both kinds of modification are implemented
through model transformations. The former class of transforma-
tions is based on layout obfuscations as partially realized in an early
predecessor version of SMOKE1, while the latter class adopts the
idea of sanitization (i.e., removal of sensitive data or functionality)
as originally presented in the context of relational databases [17].
The concrete transformations to be applied can be selected by the
user, depending on the desired degree of anonymization. SMOKE
supports both interactive and non-interactive selections of transfor-
mations, which are then composed to an executable transformation
workflow.

SMOKE addresses two use cases which are of primary interest
for researchers. First, it simplifies obtaining approval for publishing
visual representations of Simulink models by selectively remov-
ing layout information. Second, companies may permit further
study or use of sanitized models where sensitive data or functional-
ity is removed. As opposed to traditional obfuscators concealing
a program’s [10] or model’s [27] entire functionality within an
uninspectable and immutable virtual black box [3], our white-box
anonymization yields a native Simulink model open to further
inspection. This means that the model can be opened with the
standard MATLAB/Simulink editor or other tools working with
Simulink models. A particular feature of SMOKE is that it pre-
serves the logical structure of the original models. Even if highly
1https://github.com/McSCert/Obfuscate-Model
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anonymized, the obtained ‘structure-only’ models still remain valu-
able study subjects for many research interests. To better under-
stand various aspects of a model or its evolution, empirical research
on Simulink models often focuses on metrics related to model struc-
ture [1, 5, 9, 24], or relies on third-party analysis tools such as
clone detectors, differencing tools, slicers, or variant and informa-
tion flow analyzers that require only an intact model structure to
function [15, 19–21, 26].

We give an overview of SMOKE’s anonymization capabilities,
and showcase the effect of interactively applying a subset of those
on a realistic example. Moreover, we report about an experiment
applying SMOKE’s full anonymization capabilities on thousands of
open-source models taken from SLNET [24], with a particular focus
on evaluating its general applicability and functional correctness.
While SMOKE focuses on Simulink models, we argue that other
modeling ecosystems such as UML, SysML, Modelica, etc. could
also benefit from a layout, or functionality anonymizer [16].

Our tool SMOKE, written in MATLAB, along with its docu-
mentation, and all artifacts from our experimental evaluation are
open-source and available at https://github.com/lanpirot/SMOKE.
A brief video demonstration of SMOKE is available online at https:
//youtu.be/TFeFNKHSlAw.

2 Background
2.1 Simulink
Simulink [13] is a versatile modeling, implementation, and simula-
tion tool and IDE. Simulink is integrated with and based on MAT-
LAB, and offers toolboxes for various industry domains. Models
created in Simulink are block diagrams, where Blocks are connected
by Signal Lines. Blocks perform computations, transforming their
inputs to outputs, while the output is transported by a Signal Line
to other Blocks’ inputs. Special Subsystem Blocks are employed to
hierarchically structure Simulink models, allowing for the nesting
of Blocks and Signal Lines. Subsystems enable views of a model,
where only the currently selected Subsystem and its direct children
are visible. Two views of a Simulink model are shown in Figure 1,
representing the contents of Subsystems named ‘Heat Sources’ and
‘Kelvin to Celsius’. These Subsystems are components of the model
shown in Figure 3a, where their internal contents are hidden and
they appear as opaque Subsystem Blocks.

While Simulink comes with an extensive set of different kinds
of Blocks, users can design new Blocks or configure a multitude
of Block parameters to customize Block behavior. The variety of
Blocks and their parameters offer a wide range of design options
for static and dynamic modeling.

2.2 Obfuscation and Sanitization
Obfuscations are transformations that increase the difficulty of
understanding a program’s (i.e. model’s) purpose or logic [8]. This
is achieved by changing some aspect of a program while preserving
the functionality of the original program. Collberg [10] classifies
obfuscations into three basic categories: layout obfuscation, data
obfuscation, and control obfuscation. Layout obfuscations adapt
documentation, naming, or formatting, usually by removing them
or resetting them to default placeholders. Data obfuscation alters

(a) (b)

Figure 1: Two Simulink Subsystems of the model in Fig-
ure 3a: the Subsystem in Figure 1a transforms temperature
from Kelvin to Celsius: 𝐶 = 𝐾 − 273, the Subsystem in Fig-
ure 1b computes the total heat generation of 𝑁 occupants:
𝑇𝑜𝑡𝑎𝑙𝑃𝑜𝑤𝑒𝑟 = 100 · 𝑁 .

the storage, encoding, aggregation, or ordering of data. Control
obfuscation changes the order or branching of the control flow.

Data sanitization [2, 17] is the protection of sensitive data in
relational databases. This protection is enforced by selectively re-
moving parts of the database, while valuable insights into the rest
of the data remain possible. Data sanitization is performed, so that
the protected database can be shared with others, without risking
the sensitive data being leaked.

3 Tool Overview and Capabilities
3.1 Design Rationale
Inspired by the concept of data sanitization (cf. Section 2.2), a sim-
ple yet effective approach for structure-preserving sanitization of
models is to remove or reset structurally irrelevant yet functionally
critical data, such as:

• Block Parameters: Values and settings determining Block
behavior.

• Constant Values: Fixed numerical values or other data.
• Block Callback Functions: Functions triggered by events.
• MATLAB scripts in Function Blocks: Complex MATLAB
scripts may be part of these special blocks.

• Functionality of Stateflow charts: These charts hold represen-
tations of logic-based state machines and control systems.

To achieve obfuscation, we adopt a layout obfuscation approach
(cf. Section 2.2), which is inherently structure-preserving. This
method reduces the readability of the model by altering its visual
layout, but it does not affect the model’s functionality.

Users can choose from multiple options for both sanitization and
obfuscation (cf. Section 3.3), which they can apply to selectively
anonymize the model. Note, that both sanitization and obfuscation
remove aspects of the model, which are thus not reverse engineer-
able. The remaining aspects (i.e. the structure) of the model may
give insights into the inner workings, still.

3.2 Transformation Workflow
Once the user initiates the anonymization, SMOKE executes the
user-selected transformations sequentially. Each transformation
iterates over all model elements, removing their names, or other
properties, resetting parameters to default values, etc. For some
transformations, SMOKE chooses a partial ordering. For example,
library links should be resolved (i.e. library Blocks currently not di-
rectly included in model) before other transformations are applied,
as changes on linked Blocks are not permitted. In a softer ordering
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Figure 2: The GUI of SMOKE, displaying the various
anonymization options.

rule SMOKE is resizing and reshaping Blocks in the penultimate
step, to allow possible text within them to fit. Blocks are reposi-
tioned in the final step, to minimize overlap and create visually
pleasing diagrams.

However, users can choose their own order of transformation
execution by performing step-wise anonymization, activating only
a single checkbox each time.

3.3 GUI Overview and User Interaction
After starting SMOKE, its GUI presents the user with a variety of
anonymization options that can be activated or deactivated, see
Figure 2, and stating which model will be anonymized in the top
line. Users can choose from Functional sanitization (left panel),
which purposefully removes or breaks data or functionality of the
model, and Optical obfuscation (right panel), which hampers the
comprehensibility of the model. Furthermore, users may choose to
anonymize imported models (above the panels), i.e. Model Refer-
ences or linked Blocks. Users can interactively anonymize a model,
checking only a few boxes at first, then inspect the resulting model,
and then either revert or do another anonymization step with other
anonymizations.

Alternatively, users may choose to use SMOKE in batch mode,
to anonymize a whole set of models.

If a user used all anonymizations, only an ‘empty shell’ remains,
while all data, functionality, and layout is gone. Such a shell can still
offer value for structural analysis, for publishing screenshots of a
model view, or be used as a base for a model with different content.
Depending on the particular use-case, a partial sanitization may
suffice, while leaving key aspects of the model intact.

4 SMOKE in Action
To get an understanding of SMOKE, we show a series of example
obfuscation steps in Figure 3. All shown obfuscation steps are also
taking place within the nested Subsystems, like the ones in Figure 1
or even deeper layers, but are not visible in the outside views of
Figure 3. The sanitization steps are also invisible. Note that the user

(a) A Simulink model before anonymization.

(b) Block names and Annotations are removed.

(c) Coloring and Masks are removed.

(d) Block position, sizes and shapes are reset.

Figure 3: SMOKE obfuscates an exemplary model further
and further. Depending on the user-chosen anonymizations,
additional invisible changes may also occur.
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Figure 4: Log-log scatter plot of model size vs anonymization
time for SMOKE execution on the SLNET model set.

can decide which aspects of the model they want obfuscated and
in which order.

(1) The original model in Figure 3a depicts various Block types,
and a richness in layout like coloring and relevant names.

(2) In a first step, SMOKE removes Annotations (top and bot-
tom text), resets names of Blocks, and Inputs/Outputs with
placeholders and hides them, cf. Figure 3b.

(3) Next, coloring and Block Masks are removed in Figure 3c.
(4) Lastly in Figure 3d, Block sizes and shapes are reset, and

Blocks and Signal Lines are repositioned. The diagram is
now completely scrambled, considering Figure 3a.

5 Evaluation
In this section, we demonstrate SMOKE’s applicability and validate
its functionality. To evaluate SMOKE in a large-scale experimental
setting, we used SLNET [24], a set of 9,105 open-source Simulink
models from 2,837 repositories from GitHub2 and the Mathworks
FileExchange.3 SLNET was previously used as a benchmark set
in other empirical studies [6, 25] and represents a highly diverse
spectrum of Simulink models, presenting numerous challenging
corner cases for SMOKE. We evaluated SMOKE on a Windows
laptop with an i9-13980HX processor and MATLAB R2024a.

To demonstrate SMOKE’s applicability, we used it to anonymize
the entire SLNET set within a reasonable timeframe. To this end,
SMOKE anonymized everymodel of the SLNET set, with all anonymiza-
tion options activated, as shown in Figure 2. SMOKE skipped broken
models that are unloadable, and models that are locked: of the 9,105
models 9,040 were loadable, and 7,916 of these were unlocked and
thus anonymized. SMOKE successfully anonymized the entire set in
about 15 hours, processing about 100 blocks per second on average
(see Figure 4 for a scatter plot of anonymization times for each
model). Though there might be even larger industrial models than
the open-source models comprised by SLNET, this demonstrates
SMOKE’s suitability for anonymizing entire industry projects.

To validate SMOKE’s correctness, we checked the structural in-
tegrity of the anonymized models, and whether their functionality

2https://github.com
3https://www.mathworks.com/matlabcentral/fileexchange

orig. compilable orig. not compilable

anon. compilable 1060 253
anon. not compilable 1582 5021

Table 1: A cross-table of the ability to compile SLNETmodels,
before vs. after anonymization.

is removed.We verified the equality of block numbers in the original
and anonymized models as a proxy for structural integrity. We used
the block number metric, because it is commonly used in empirical
research [5, 9, 24] and computationally inexpensive, considering the
large dataset. SMOKE preserved the number of blocks for all models.
To gauge functionality removal, we checked if models were compi-
lable before and after anonymization, as shown in Table 1. More
than half of the compilable models were no longer compilable after
the anonymization. Interestingly, a few models became compilable
(without true functionality), likely because inconsistencies, along
with all other functionality of the original models, were removed.
We did not perform model simulations due to the unknown settings
for model input, output, other simulation parameters, and expected
results. We thus cannot verify automatically, whether the sanitized
model is “broken enough”. Nevertheless, the anonymization already
has a significant impact on compilation.

6 Related Work
While obfuscation in traditional text-based programming languages
is a well-established discipline with decades of research [8, 10], we
found only limited prior work on the obfuscation of Simulink mod-
els. Most notably, Tevajärvi [27] recently conducted a literature
review of existingmodel obfuscation techniques and then compared
them in terms of a case study. Amongst others, they successfully
used functional mock-up interfaces and obfuscating generated code
to preserve functionality while hiding sensitive data or function-
ality. However, the resulting black boxes are then in a different,
uninspectable format, rather than remaining as (Simulink) models.

Simulink features the Protected Model Creator,4 a versatile tool
that again transforms Simulink models into black boxes of another
file format, or white boxes that are not editable. However, these im-
mutable white boxes do not anonymize at all. Other built-in options
to create black box versions are S-Functions, or static libraries.5

A subset of SMOKE’s layout obfuscations could be found in a
tool by Ohashi6 and the Obfuscate-Model tool by Jaskolka et al.7.
The former, however, is unmaintained and broken since at least
2017, according to the tool’s reviews on MATLAB FileExchange.
The latter is more mature and has been utilized for obfuscation
in an industry-research partnership [12, 18]. Though it supports
only layout obfuscations, we built SMOKE based on a fork of the
Obfuscate-Model tool, extending it with new capabilities (all func-
tional sanitization introduced in Section 3 as well as additional
4https://www.mathworks.com/help/rtw/ref/protectedmodelcreator.html
5https://www.mathworks.com/matlabcentral/answers/91537-how-do-i-protect-the-
ip-of-my-simulink-model-when-sharing-it-with-others-who-may-include-it-in-
thei
6https://www.mathworks.com/matlabcentral/fileexchange/54359-model-
obfuscation-tool
7https://github.com/McSCert/Obfuscate-Model
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layout obfuscation for resizing and repositioning of Blocks, and a
anonymization reset) refined prior capabilities (SMOKE recurses
into all the deep parts of models for its transformations: into de-
scendants of masked, read-protected, or linked Blocks, and variants
of Blocks), and fixed bugs (e.g., crashes on broken array indices
or uncaught exceptions for some transformations). Moreover, we
evaluated SMOKE’s functionality on a large model set.

7 Conclusion and Future Work
With SMOKE, we offer a versatile tool to selectively protect IP
from Simulink models, while their structure is preserved. Our hope
is that SMOKE will facilitate the collaboration of researchers and
industry partners, as it enables the selective protection of models
and their sharing with the research community for many research
areas.

We are currently integrating SMOKE as a filter step into a work-
flow of creating research data management containers[11, 14]. With
SMOKE, we ensure sensitive model parts are excluded, before they
become part of an immutable container. In the future, we hope that
Simulink will integrate features of SMOKE natively to make model
anonymization even more accessible. SMOKE is open-source8 and
easily extendable, with, e.g., obfuscation of specific subsystems.
Please let us know which features you’d like integrated.
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