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Decades of GNU Patch and Git Cherry-Pick: Can We Do Better?
Anonymous Author(s)

Abstract
Patching is a fundamental software maintenance and evolution
task enabling the (semi-)automated propagation of changes across
different software versions. Established and widely used language-
agnostic patchers, such as GNU patch and Git cherry-pick, work on
textual artifact representations (i.e., files) and typically rely on line
numbers and contexts (i.e., surrounding unchanged text fragments)
to apply changes. This strategy often fails if source and target of a
patch differ: Some required changes may be rejected, others may
be applied at the wrong location; provoking cumbersome manual
effort. In this paper, we study the effectiveness of commonly-used
patchers, and propose a novel technique that significantly increases
the level of patch automation. First, we curate and analyze a large
dataset of more than 400,000 patch scenarios (i.e., cherry picks)
from 5,000 GitHub projects. Next, we examine the effectiveness
of established patchers on the gathered patch scenarios, observ-
ing that patchers often fail to apply changes correctly. Third, we
develop a novel language-agnostic patch technique, mpatch, that
utilizes a source-to-target matching to determine suitable change
locations. By comparing mpatch to other patchers, we find that
it can correctly apply 44% more patches automatically than other
language-agnostic patchers, while it also requires fewer manual
fixes in cases that cannot be automated completely. Thus, mpatch
considerably reduces the burden of manually fixing failed patches
in practice, specifically in projects with frequent patch applications.

Keywords
patching, cherry-picking, variant synchronization, change propa-
gation, software maintenance, git
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1 Introduction
Patching is a core software maintenance activity which allows
developers to propagate fine-grained software updates among soft-
ware versions. Patches are applied by patching tools or patchers,
such as GNU patch which is potentially the most well-known im-
plementation of document patching. GNU patch lies at the heart of
many software maintenance tasks for decades, such as contributing
to the Linux kernel [14]. Patches summarize changes to a file that
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A1 A2

source
. . .

changed source

B1 B2 . . .

target patched target

· · ·

· · ·

patch

Figure 1: Re-applying changes from a source on a target ver-
sion via a patch.

can be reapplied to copies of the file. These copies may reside, for
instance, on different development branches in a version control
system [8, 38]. Figure 1 presents an example of such a patch sce-
nario in which a developer applies a patch from a source to a target
version. Contrary to merging development branches [25], patching
usually does not transfer all changes that occurred on a branch
but a desired subset of changes, which is also known as cherry
picking [29]. Most patchers expect a list of changes performed on a
source version as input, and apply these changes to one or more
target versions in form of a patch. For each target version, they try
to identify the most suitable locations for the changes in the target
and which changes should be applied.

While patching is trivial in cases where the source and target
version of the patch are identical, it becomes challenging when the
source and target version differ [34, 44]. In such cases, patchers
often apply the changes at wrong locations or even fail to apply
them at all. For such complex patch scenarios, prior work found
that current language-agnostic patchers provoke a particularly high
rate of rejected changes in the Linux kernel [34, 44] requiring costly
manual fixes.

To address the shortcomings of established language-agnostic
patchers, such as GNU patch, several language-specific patchers
have been proposed in the literature [23, 24, 31, 34, 35, 37, 44].
Typically, language-specific patchers parse code into structured
representations, such as abstract syntax trees (ASTs), on which they
then operate. This allows them to transform patches to align them
with the target variant, and to complement a patch with additional
changes that are required to receive a correct program (e.g., by
adding missing includes). However, their applicability is limited
to the patching of source code, specifically source code written
in a programming language that the patcher supports. Therefore,
they may complement language-agnostic patchers, but they cannot
generally replace them. Even for source code artifacts, language-
specific techniques proposed within the research literature in the
broader context of software version control have had little to no
practical impact [10]. This observation remains true today.

In this work, we acknowledge the status quo that language-
agnostic, general-purpose patchers, such as GNU Patch and Git

1
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Cherry-Pick, remain the state-of-the-art in document patching in
the context of software version control. However, we show that sig-
nificant improvements are still possible, even without loosing the
important generality feature of current text-based patchers. Specif-
ically, we significantly increase the percentage of patches that can
be correctly applied without additional manual effort by proposing
a novel language-agnostic patcher, called mpatch. During patching,
mpatch computes a matching, identifying the commonalities of the
source and target version (i.e., common lines of text). Using this
match-based approach, it applies patches more successfully than
other language-agnostic patchers without loosing applicability.

In a large-scale evaluation, we demonstrate that current language-
agnostic patchers perform unsatisfactory in various patch scenarios.
We mine a dataset comprising 423,717 patch scenarios from 5,000
popular projects on GitHub, covering the 10 most used project
languages. We evaluate the effectiveness of the language-agnostic
patchers GNU patch, Git apply, and Git cherry-pick by measuring
precision, recall, and the number of required manual fixes. Overall,
the patchers exhibit high precision but a low automation percentage.
The considered patchers apply less than 50% of complex patches
correctly, provoking great manual effort by the developers.

We then compare the quality of mpatch with the established
patchers and find thatmpatch significantly increases the number of
patches that are correctly applied, reducing the number of patches
that require manual fixes. Furthermore, mpatch requires signifi-
cantly fewer fixes if it does not apply a patch correctly. To gauge
the potential impact of improving language-agnostic patching, we
investigate projects from our dataset that heavily use patching. We
compute the impact mpatch would have, if the resulting projects
adopted it. As a result, we find that mpatch has the potential for
substantially reducing the manual efforts in such projects.

Overall, we gain strong empirical evidence that mpatch con-
siderably improves language-agnostic patching while remaining
applicable to a broad spectrum of patch scenarios in various projects.
In summary, we contribute

• a dataset comprising 423,717 patch scenarios (i.e., cherry-
picks) mined from 5,000 popular projects on GitHub;

• a study of the prominence of patching in practice and the
frequency of challenging patch scenarios;

• mpatch: a novel language-agnostic patcher that utilizes a
source-to-target matching;

• an extensive empirical evaluation and comparison of the ef-
fectiveness ofmpatch and other language-agnostic patchers
in a mutlitude of patch scenarios;

• an online reproduction package [3], comprising our novel
dataset, our implementation of mpatch, the experimental
setup, and all results.

2 Motivation
In this section, we first describe the concept of patching using a mo-
tivational example. We then present the state-of-the-art language-
agnostic patching tools and explain their approaches.

2.1 Language-Agnostic Patching
Language-agnostic patching, from here on referred to as ‘patching’,
reduces the effort of applying the same changes to multiple versions

--- WebHdfsFileSystem.java

+++ WebHdfsFileSystem.java

@@ -181,6 +182,7 @@
[...]

private DFSOpsCountStatistics storageStatistics;

private KeyProvider testProvider;

+ private boolean isTLSKrb;

/**

* Return the protocol scheme for the FileSystem.

@@ -242,6 +244,7 @@
.newDefaultURLConnectionFactory(connectTimeout ,

readTimeout , conf);

}

+ this.isTLSKrb = "HTTPS_ONLY ". equals(conf.get(
DFS_HTTP_POLICY_KEY));

ugi = UserGroupInformation.getCurrentUser ();

this.uri = URI.create(uri.getScheme () + "://" + uri.

getAuthority ());

[...]

Figure 2: Adapted patch for commit ba66f3b of hadoop.

of a file. Typically, such changes are first performed manually on
one version and should be repeated on other versions that may
benefit from these changes, e.g., because the changes fix a crucial
bug. Changes can be applied to a target version as a patch.

In practice, a patch typically is represented as a diff that doc-
uments changes to a source version, including unchanged text
that surrounds the changes (i.e., their context) in a unified for-
mat, aka. (asymmetric) difference [16], (directed) delta [8], or edit
script [15]. A unified diff aggregates changes with overlapping con-
text in a hunk that groups related changes and defines the location
of the changes in the source file. Figure 2 presents an example of
such a unified diff, which we adapted from the commit ba66f3b
in Apache hadoop. It comprises several changes that insert new
code for a Transport Layer Security verification in the Java file
WebHdfsFileSystem.java, grouped into two hunks (starting at
lines L181 and L242). Lines to be inserted by the patch are shown
in green, surrounded by three context lines.

Over time, source and target of a patch may diverge – this is
the case for the source and target of our example. If a divergence
affects files to be patched, a patch created from the diff between
the source and changed source may no longer suit the target. The
changes in the two hunks of the patch shown in Figure 2 cannot
be easily applied to the target because they need to be placed in a
different location. Figure 3 shows excerpts of the source and target
file, focusing on the location where the Line “private boolean
isTLSKrb;” from the first hunk should be inserted. This location is
indicated by a green arrow; common lines are highlighted in blue.
In the source file, the line is inserted below L183, while in the target
file it should be inserted below L171.

For the second hunk of our example, we observe a similar alter-
ation in location and context. In general, depending on how much
the source and target versions diverged, some changes cannot be
applied because the location of some changes may not be found,
or it is questionable whether a change is actually required in the

2
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179 private String restCsrfCustomHeader;

180 private Set<String> restCsrfMethodsToIgnore;

181
182 private DFSOpsCountStatistics statistics;

183 private KeyProvider testProvider;

184
185 /**

186 * Return the protocol for the FileSystem

187 *

188 * @return <code >webhdfs </code >

167 private Set<String> restCsrfMethodsToIgnore;

168 private static final ObjectReader READER =

169 new ObjectMapper ().reader(Map.class);
170
171 private DFSOpsCountStatistics statistics;

172
173 /**

174 * Return the protocol for the FileSystem

175 * <p/>

176 *

Figure 3: Excerpt from the source file (left) and target file (right) of our exemplary patch scenario from commit ba66f3b in
Apache hadoop. Common lines are highlighted in blue. The green arrows indicate where the change of the first hunk in Figure 2
was inserted in the source file and should be inserted in the target.

target. Patchers typically reject changes if it is uncertain whether
or where to apply them, so that they can be applied manually.

2.2 Current Language-Agnostic Patchers
We consider three language-agnostic in this paper: GNU patch [42],
Git apply [39], and Git cherry-pick [40]. Naturally, this list is in-
complete as other version control systems (VCS) (e.g., Mercurial
or Subversion), editors, and IDEs contain their own patch utilities.
Additionally, search and replace utilities, such as the stream edi-
tor GNU sed, could be appropriated for patching. In this work, we
focus on patchers used by Git and Unix-based operating systems.
Git, with its patchers Git apply and Git cherry-pick, is the most
popular VCS [12], and GNU patch has great impact in open-source
development (e.g., Linux kernel [14]).

2.2.1 GNU patch. The first release of GNU patch [42] was in 1985.
Despite its age, it is still actively maintained, with the latest com-
mit in February 2025 (as of February 2025), and remains a core
development package of many Unix-based distributions.

GNU patch expects a unified diff as input, and then applies these
changes based on their line number and context. For each hunk in
a patch, GNU patch searches the hunk’s context, starting at the line
number specified in the hunk. Searching above and below that line
number, GNU patch applies the changes at the first location with an
identical context. If it cannot find the context in the file, it relaxes
the context by removing the outermost line of the leading and
trailing context and repeats the search. In its default configuration,
GNU patch repeats this context relaxation at most twice. Thus, GNU
patch allows for differences between the source and the target of a
patch, except for the most direct neighboring context. If GNU patch
finds no suitable context, it reports the hunk as rejected.

Following this approach, GNU patch might apply changes incor-
rectly or reject required changes if the source and target versions
diverged substantially. When applying the patch of Figure 2 to the
target in Figure 3 (right),GNU patch rejects the first hunk containing
the insertion of private boolean isTLSKrb; because the context
line before is different. In general, GNU patch may reject changes if
the first leading or trailing context line diverges. Besides rejecting
the first hunk of our example, GNU patch applies the change in the
second hunk to a wrong location. This mistake occurs because GNU
patch applies changes to the first suitable location, which may not
be the correct one, especially in cases with several similar contexts.

2.2.2 Git apply. Git comprises two patch utilities, Git apply [39]
and Git cherry-pick [40]. The former is Git’s counterpart to GNU
patch and uses a similar, context-based approach. In contrast to
GNU patch, however, Git apply’s default configuration is much
more conservative regarding differences between the source and
target version. The complete context of a hunk must fit and if a
single hunk of a patch is rejected, Git apply rejects the entire patch.
To override this behavior, Git apply provides a --reject option.
This option applies all applicable hunks and reports rejected hunks
in a manner similar to GNU patch.

In both configurations, Git apply rejects the two hunks of our
motivating example (cf. Figure 2), as the contexts of the hunks
do not exactly fit the target version. In general, we expect that Git
apply will reject required changes more frequently than GNU patch.

2.2.3 Git cherry-pick. Git’s second utility is Git cherry-pick [40]
which can be used to transfer one ormore commits between branches
without a full merge of these branches. It is tightly integrated with
Git’s version control and requires a commit history; specifically, it
can only be applied if the source and target version have a common
ancestor in the commit history. Given a list of commits, Git cherry-
pick reapplies the changes of these commits to the current working
tree one-by-one, creating a new commit for each applied patch.

If source and target of a cherry pick have diverged, Git cherry-
pick may encounter conflicts. Git cherry-pick tries to merge these
files using the samemerge strategy as git merge. Using git’s default
configuration, Git cherry-pick applies changes if they are not part
of a conflicting hunk (i.e., hunks whose context diverged in source
and target). For conflicting hunks, Git cherry-pick writes the conflict
directly into the file by concatenating the hunk of the source and
the hunk of the target, highlighting it with conflict markers. Such
conflicts must be resolved manually.

In our experience, Git cherry-pick can reliably identify the cor-
rect location for a change in most cases by considering the common
ancestor of source of target version. However, for diverged ver-
sions, Git cherry-pick may report merge conflicts even though the
conflicting changes could simply be applied. Each conflict requires
manual effort to resolve. For the patch of our motivating exam-
ple, Git cherry-pick would report merge conflicts for both hunks,
provoking manual intervention.

3

https://github.com/apache/hadoop/blob/257b04ce4e153cb88dfc59eab63625909efdd56b/hadoop-hdfs-project/hadoop-hdfs-client/src/main/java/org/apache/hadoop/hdfs/web/WebHdfsFileSystem.java#L181
https://github.com/apache/hadoop/blob/4cf7bbf04345a9e72302eca536b5975bee5c4e47/hadoop-hdfs-project/hadoop-hdfs-client/src/main/java/org/apache/hadoop/hdfs/web/WebHdfsFileSystem.java#L169
https://github.com/apache/hadoop/commit/ba66f3b454a5f6ea84f2cf7ac0082c555e2954a7
https://github.com/apache/hadoop


349

350

351

352

353

354

355

356

357

358

359

360

361

362

363

364

365

366

367

368

369

370

371

372

373

374

375

376

377

378

379

380

381

382

383

384

385

386

387

388

389

390

391

392

393

394

395

396

397

398

399

400

401

402

403

404

405

406

Conference acronym ’XX, June 03–05, 2018, Woodstock, NY Anon.

407

408

409

410

411

412

413

414

415

416

417

418

419

420

421

422

423

424

425

426

427

428

429

430

431

432

433

434

435

436

437

438

439

440

441

442

443

444

445

446

447

448

449

450

451

452

453

454

455

456

457

458

459

460

461

462

463

464

Algorithm 1 mpatch

1: procedure mpatch(𝑉𝑆 ,𝑉𝑇 ,Δ𝑉𝑆⇒𝑉𝑆′ ) ⊲ Source, target, patch
2: 𝑉 ′

𝑇
← 𝑉𝑇 , R ← {} ⊲ Initialize output

3: 𝑀𝑆,𝑇 ← match(𝑉𝑆 ,𝑉𝑇 ) ⊲ match source and target
4: for 𝛿 ∈ Δ𝑉𝑆⇒𝑉𝑆′ do ⊲ For each change group
5: (𝛿 ′,R′) ← filter(𝛿,𝑀𝑆,𝑇 ) ⊲ filter invalid changes
6: R ← R ∪ R′ ⊲ Update rejects
7: for 𝑑 ∈ 𝛿 ′ do ⊲ Apply each change
8: 𝑙𝑆 ← select 𝑙 ∈ 𝑉𝑆 changed by 𝑑
9: 𝑙𝑇 ← select 𝑙 ∈ 𝑉𝑇 with (𝑙𝑆 , 𝑙𝑇 ) ∈ 𝑀𝑆,𝑇

10: 𝑉 ′
𝑇
← apply(𝑉 ′

𝑇
, 𝑀𝑆,𝑇 , 𝑙𝑇 , 𝑑)

11: end for
12: end for
13: return (𝑉 ′

𝑇
,R) ⊲ patched target and rejected changes

14: end procedure

3 The Novel Language-Agnostic Patcher mpatch
Based on our practical experiences with patching, we find that the
shortcomings of current language-agnostic patchers can likely be
mitigated by utilizing a source-to-target matching, identifying the
commonalities (i.e., common lines of text) of the versions. Current
patchers either rely on a context which only contains information
about the source version, but not the target, or on merging changes
with respect to a common ancestor version, which may produce
tedious merge conflicts. In contrast, a matching helps with identify-
ing the correct locations for changes in a patch, because it explicitly
identifies the commonalities between the source and target versions.
To this end, we developed mpatch, a new match-based patcher.

3.1 Patching Algorithm
The main workflow of the patching algorithm used by mpatch is
given in Algorithm 1. The algorithm relies on three configurable
operators, match, filter, and apply, which we will explain later in
this section.

The input for the algorithm is the source version 𝑉𝑆 , the target
version 𝑉𝑇 , and a patch Δ𝑉𝑆⇒𝑉𝑆′ (aka. directed delta). A version 𝑉
is the set of all lines of text in all files associated with the version,
and each line is equipped with a line number and the respective
file paths. Each change group 𝛿 ∈ Δ𝑉𝑆⇒𝑉𝑆′ consists of related
changes and their corresponding lines (e.g., 𝛿 could be a hunk of
a unified diff). First, mpatch initializes the patch result 𝑉 ′

𝑇
and the

set of rejected changes R. Then, the match operator determines
a matching 𝑀𝑆,𝑇 ⊆ 𝑉𝑆 × 𝑉𝑇 between 𝑉𝑆 and 𝑉𝑇 that defines the
corresponding lines of the source and target versions.

Starting from line 4, mpatch iterates over each change group
𝛿 ∈ Δ𝑉𝑆⇒𝑉𝑆′ and filters invalid changes with the filter operator,
yielding a filtered change group 𝛿 ′ and a set of filtered (aka. rejected)
changes R′. Whether a change is invalid is determined based on the
matching𝑀𝑆,𝑇 , for example, a change is invalid if it removes a line
that does not exist in the target variant. Without a filter, mpatch
would still be able to apply changes, but it would not be able to
determine whether lines inserted in the source version should also
be inserted in the target version, which could lead to incorrect
insertions. After filtering, mpatch applies the remaining changes
in 𝛿 ′ with the apply operator one-by-one. For each change 𝑑 ∈ 𝛿 ′,

mpatch selects the line 𝑙𝑇 ∈ 𝑉𝑇 that corresponds to the changed line
𝑙𝑆 ∈ 𝑉𝑆 according to 𝑀𝑆,𝑇 . Then, mpatch applies the change with
the apply operator, yielding an updated target version 𝑉 ′

𝑇
. Finally,

mpatch returns 𝑉 ′
𝑇
and R.

3.2 Implementation
Algorithm 1 requires a concrete implementation of match, filter,
and apply. In the following, we define a concrete implementation
of each operator, which we use to investigate the effectiveness of
match-based patching with mpatch. With these operators, we im-
plemented a prototype of mpatch [3] in Rust to evaluate mpatch’s
effectiveness and compare it to other patchers. Our Rust imple-
mentation offers a command line interface, similar to GNU patch:
The prototype accepts unified diffs as input for Δ𝑉𝑆⇒𝑉𝑆′ in which
changes are grouped in hunks and consist of line insertions and
deletions. The source and target version are given by the path to
their root directory. With this interface, mpatch could already be
used in most cases in which GNU patch is applied and could also
be integrated in a VCS like Git.

Match. Our implementation of the match operator determines a
source-to-target matching𝑀𝑆,𝑇 based on the largest common sub-
sequence (LCS) [27] of lines between each file and its counterpart
in the target version. First, mpatch matches the common files of
source and target. Similar to GNU patch, mpatch considers all files
that were changed in the given diff and locates their counterparts in
the target version based on the file path. If a file has no counterpart,
its content is automatically treated as unmatched. If a counterpart
is found, the source and target files are compared using the LCS to
match their content. Given two files, mpatch applies Myers’ LCS
algorithm [27] that determines the LCS by iteratively searching for
the shortest path in an edit graph that models all possible ways to
transform one file into the other, which implicitly yields commonal-
ities. For the source and target files of our motivating example, LCS
correctly matches the common lines of both files as highlighted
in Figure 3. We selected LCS for its broad applicability.

Filter. Our implementation of the filter operator considers a
change as undesired when it affects lines of the source version
that have no match in the target. Here, mpatch differentiates be-
tween inserted and deleted lines. Inserted lines cannot have a match
because they do not exist yet, thus,mpatch considers the lines above
and below the inserted line in the source version. If the neighboring
lines directly above or below have a match in the target, the change
is kept; therebympatch accounts for prepending or appending lines
to matched content. In our motivating example, mpatch keeps the
changes because they insert lines next to matched lines. Specifi-
cally, the insertion in the first hunk happens directly above several
matched lines as shown in Figure 3. In contrast, deleted lines must
have a match in the target, because they could not be deleted oth-
erwise. Besides yielding a filtered change group 𝛿 ′, the filter also
yields a set of filtered changes R, i.e., rejected changes – similar to
rejects being reported by GNU patch. These filtered changes may
be reviewed by a user after patch application.

Apply. The changes in the patch are applied to the target version
according to the source-to-target matching𝑀𝑆,𝑇 . Our implemen-
tation of apply also differentiates between changes that insert and

4
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delete lines. For a line deletion, the line to be removed is matched
to the deleted source line. For lines to be inserted, however, there
is no direct match that determines the location of the insertion.
Therefore, mpatch considers the lines adjacent to the inserted line
in the source variant from which the patch was created. Depending
on where it was inserted in the source, mpatch inserts the line
below, above, or in between the closest matched line(s). For the
first change of our motivating example, mpatch inserts the line
directly below L171 in Figure 3, as this location is surrounded by
the matches of the lines where the change was originally applied
in the source version.

4 Evaluation Methodology
The central goal of our paper is to evaluate the effectiveness of
different approaches to language-agnostic patching, and improve
patch automation in scenarios where the target of a patch differs
from the source. To this end, we now present our study that aims to
understand the effectiveness of current patchers in such scenarios
(RQ1), to which degree our new patcher mpatch, presented in the
prior section, can improve patch automation (RQ2), as well as the
potential impact of match-based patching (RQ3).

RQ1: How effective are existing language-agnostic patchers
in complex patch scenarios?

Previous work on patching in the Linux kernel found that GNU
patch may fail to patch C source code correctly, once patches be-
come more complex, i.e., if the location for changes differs in the
target [34]. However, it is unclear whether these observations gen-
eralize to patch scenarios in other projects, and whether other
patchers exhibit the same limitations or automation potential.

RQ2: How effective is mpatch in comparison to existing
language-agnostic patchers?

As a result of RQ1, we observe that existing patchers frequently
fail to identify the correct location to apply a change. By manu-
ally inspecting failing cases, we find that matching the source and
target of a patch application might solve most of the encountered
problems. Consequently, we developed mpatch (cf. Section 3), a
novel language-agnostic patcher that relies on a matching.

RQ3:What is the potential impact of improving language-
agnostic patching with mpatch?

To assess the significance of patching in practice and to gauge the
impact of mpatch’s potential improvement over existing patchers,
we study to which extent patching is a relevant software main-
tenance activity in practice. Specifically, patching may be more
prevalent in certain types of communities or repositories (e.g., de-
pending on the main programming language), which then would
also be more heavily burdened by failing patches.

4.1 Data Collection
To answer our research questions, we collected a dataset of patching
scenarios, specifically cherry picks (i.e., patches applied with Git
cherry-pick), mined from public repositories. First, we curated a
set of 5,000 public projects from GitHub. We selected the ten most
popular project languages on GitHub in the first quarter of 2024
by means of their number of stars. We identified the most popular
languages based on the language overview of the GitHut project [4].

The most popular languages on GitHub were: Python, JavaScript,
Go, C++, Java, TypeScript, C, C#, PHP, and Rust. Next, we collected
500 projects from the most popular projects for each language using
GitHub’s REST API: We filtered projects by language and sorted
them by their number of stars in descending order, then selecting the
top results. To identify a project’s (programming) language, GitHub
selects the language of the majority of artifacts in the repository,
though some project artifacts are often written in another language
(e.g., shell scripts, configuration files, documentation, or build files).

Within our dataset, we identified cherry picks among all commits
and branches of the projects. While Git provides a dedicated Git
cherry command that is meant to find cherry picks by comparing
the diffs of commits, this command does not work for cases in
which the patch performed by a cherry pick differs in the source
and target – which are exactly the cases that are interesting to us.
Fortunately, when users can configure Git cherry-pick to append a
line to the commit message that states “(cherry picked from commit
<id>)” using the “-x” flag. To identify cherry picks, we parse the
commit messages of all commits in a repository, searching for
instances of such a line. Using the specified <id> of the commit, we
can then retrieve the commit. In a few repositories that rewrote their
Git histories (using Git rebase), we could not find some picked
commits and thus could not include them into our evaluation.

4.2 Evaluation of Patcher Effectiveness
4.2.1 Considered Patchers. We consider GNU patch, Git apply, and
Git cherry-pick as state-of-the-art for language-agnostic patching (cf.
Section 2.2). We use the default configurations for GNU patch, and
Git cherry-pick because they are likely the most-used configurations
in practice. To not discriminate against Git apply in our evaluation,
we invoke it with the reject flag (cf. Section 2.2.2), which simulates
a reject behavior similar to GNU patch, instead of aborting patching.

4.2.2 Sampling of Patch Scenarios. Due to the large size of our
dataset with more than 400,000 cherry picks (cf. Table 2), we focus
our analysis on patch scenarios for which we expect differences
between patching techniques. To this end, we classify cherry picks
into the classes ‘trivial’ and ‘complex’. We classify a patch as trivial
iff the diff between the source and changed source and the diff
between the target and patched target (cf. Figure 1) are identical,
down to each line number and whitespace. Trivial cherry picks do
not require adjustments when being applied to the target version,
and can be applied solely based on the line numbers of changes.
In fact, for trivial patches, we observed that all patchers, including
mpatch, performed perfectly in essentially all cases, with only rare
cases causing issues (e.g., intentionally broken character encod-
ings in files). Hence, a new patching technique cannot improve
the outcome for trivial patches. We discard trivial patches from
further analysis, and instead focus on the remaining 101,196 (23.6%)
complex patches to answer our research questions.

4.2.3 Automated Application of Patchers. To assess the effective-
ness of a patcher, we replay each patch scenario in our dataset. As
illustrated in Figure 1, a patch scenario consists of

• a patch that we extract from the diff of source A1 and
changed source A2 (i.e., the cherry),
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Table 1: Overview of patch outcome classification

Change
Type Applied? Location

Correct?
#Observed
Differences Patch Outcome Class

Required ✓ ✓ 0 correct TP
Required ✓ × 2 wrong location FP & FN
Required × N/A 1 missing FN

Undesired ✓ N/A 1 invalid FP
Undesired × N/A 0 filtered/rejected TN

• a target version B1 , that is the commit upon which the Git
cherry-pick command was originally applied,

• and the expected patched target B2 , which corresponds to
the commit after the cherry pick, i.e., the ground truth.

To replay a patch scenario, we generate source, cherry, and target
versions of the patch scenario, and we invoke a patcher with its
command line interface. We then compare the patch outcome to
the expected patched target (see Section 4.2.4).

An additional step is required for Git cherry-pick. In contrast to
the other patchers, Git cherry-pick does not directly reject changes
but instead reports merge conflicts (cf. Section 2.2.3) that are written
directly into the file. To appropriately compareGit cherry-pick to the
other patchers, we thus had to handle its conflicts. For comparability,
we choose an approach that resembles the behavior of the other
patches as close as possible. Other patchers write their rejected
changes into a rejects file, instead of applying them. We mimicked
this behavior for Git cherry-pick by removing all Git-markers and
the theirs versions from a file after Git cherry-pick finished. For
conflicting locations, this left only the original content (the ours
version), effectively simulating a rejection of conflicting hunks.

4.2.4 Classification of Patch Outcomes. All our patch scenarios
stem from real-world version histories. Thus, we can determine
whether a patch has been applied correctly by comparing the re-
sult with how developers committed a patch application in their
project’s history. First, we compare the patched target version with
the expected patch outcome using Unix diff, where we treat miss-
ing files as empty and ignore trailing whitespace, as it rarely carries
important information. According to the observed differences in the
patched target, we then classify the changes in a patch as exactly
one of the five classes shown in Table 1. The classes distinguish
required changes that must be applied by a patcher, and undesired
changes that must not be applied and hence rejected (first column).
For required changes, there are three cases that may occur (second
to last column): the change has been applied to the correct loca-
tion (correct), the change has been applied to an incorrect location
(wrong location), and the change has not been applied (missing). For
undesired changes, we also distinguish between a change having
been applied (invalid) anywhere, and a change not having been
applied (filtered/rejected).

Using this methodology, we focus only on the patch application
itself, effectively ignoring differences that are not directly related
to the content of the patch. We ignore these differences because the
evaluated language-agnostic patchers focus on applying patches,
and do not alter the target in any other way. Furthermore, we only
consider text files in our evaluation – excluding binary files which

are difficult to evaluate: A small edit in a binary file can be just as
problematic as a large one, and a diff cannot effectively represent
differences in binary files.

4.2.5 Evaluation Metrics. We measure effectiveness of patchers in
terms of five different metrics.

Patch Automation Percentage and Required Fixes. These metrics
reflect the manual effort of developers when patching. The automa-
tion percentage measures how often a patcher is able to apply a
patch without human intervention. We determine the patch au-
tomation percentage as the ratio of the number of patches with
100% precision and recall (i.e., no fixes needed), and the total num-
ber of patches. We also measure the average number of fixes that
are required after a patch application by counting the number of
lines that have to be changed to correct the artifact.

Precision, Recall, and F1-Score. We measure precision and recall
because they reflect whether required changes are correctly ap-
plied and whether undesired changes were rejected, and F1-Score
as it reflects the trade-off between precision and recall. To deter-
mine precision and recall, we consider patchers as classifiers for
changes [34] that determine whether a change is required or unde-
sired, with required changes being positive and undesired changes
negative instances. Thus, for required changes, we count correctly
applied changes as true positive (TP), and rejected changes as false
negatives (FN) (cf. Table 1). For undesired changes, we count ap-
plied changes as false positive (FP), and not-applied changes as true
negative (TN). Required changes that were applied to the wrong
location represent a special case because they cause an undesired
change (at the wrong location) and a missing change (at the correct
location); we counted them as both FP and FN, which reflects the
additional effort of developers in such cases.

Precision is the ratio of correctly applied required changes among
all applied changes, which is given by 𝑇𝑃

𝑇𝑃+𝐹𝑃 , while recall is the
ratio of required changes that were applied correctly, which is given
by 𝑇𝑃

𝑇𝑃+𝐹𝑁 . Lastly, the F1-Score is given by 2·precision·recall
precision+recall .

5 Results
5.1 Overview of Mined Cherry Picks
In Table 2, we present an overview of our gathered dataset with
which we examine the prominence of patching in open source de-
velopment. In total, we mined cherry-picks from 5,000 repositories
(500 from each of the 10 most popular languages on GitHub). While
in 4,304 projects we cannot find cherry picks with our commit mes-
sage analysis, we still find a total of 423,717 cherry picks spread
across 696 repositories. The column ‘cherry pick [%]‘ denotes the
cherry-pick-to-commit ratio; i.e., how many percent of the com-
mits are cherry picks. Next, the column ‘complex cherry pick [%]‘
indicates the percentage of cherry picks that are complex, meaning
the source and target do not match perfectly. The complex cherry
picks represent the patching scenarios we studied for RQs 1 and 2.

Language-wise, we observe notable differences, specifically in
the absolute and relative occurrence of cherry picks. The projects
implemented mainly in C and C++ encompass half of all identified
cherry picks in absolute numbers whereas JavaScript projects use
them least frequently in absolute and relative numbers. Conversely,
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Table 2: Overview of our collection of GitHub projects.

main
repository
language

#sampled
projects

#projects
w. cherry
picks

#cherry
picks

cherry
pick [%]

complex
cherry
pick [%]

C 500 74 108,595 1.292 19.1
C# 500 61 6,929 0.334 22.1
C++ 500 112 108,085 1.437 31.8
Go 500 98 28,941 1.234 28.6
Java 500 91 81,859 2.232 20.6
JavaScript 500 43 3,243 0.187 22.4
PHP 500 54 22,593 0.830 13.2
Python 500 57 33,152 1.130 27.1
Rust 500 39 7,033 0.329 31.9
TypeScript 500 67 23,287 0.728 19.2

total 5,000 696 423,717 1.153 23.9

Java projects exhibit the highest cherry-pick-to-commit ratio on
average: more than every 50th commit is a cherry pick. Moreover,
we observe differences regarding the ratio of complex cherry picks
among the identified cherry picks. Projects implemented in PHP
exhibit the lowest ratio of complex cherry picks (on average: 13.2%),
while C++ and Rust projects have the highest ratio with averages of
31.8% and 31.9%, respectively. The average ratio of complex cherry
picks across all projects is 23.9%. Thus, almost every fourth cherry
pick requires target-specific adjustments (e.g., applying changes to
locations different from the source).

5.2 Evaluation of Patchers on our Dataset
To answer RQs 1 and 2, we studied the patchers introduced in Sec-
tion 2.2 and mpatch on our dataset. Table 3 presents the key results
of our evaluation. For each patcher, we measured precision, recall,
automation degree, the number of required fixes for a failed patch,
and its execution time (cf. Section 4.2.5). Values highlighted in bold
font perform best for each metric and project language. The right-
most columns present the mean (𝑥 ) over all languages, the relative
difference of these means of the patchers compared tompatch (±%),
and the effect size |𝑟𝑅𝐵 |, computed with the rank-biserial correla-
tion [9]. To test the null hypothesis whether the results of mpatch
or of another patcher stem from the same distribution, we used the
Wilcoxon signed-rank test [43]. In all cases, the hypothesis got re-
jected with 𝑝 ≪ 0.01. This shows thatmpatch behaves significantly
different than the other patchers for all metrics measured.

Next, we describe the results presented in Table 3 in detail, dis-
cussing the metrics and analyzing language-specific results.
Patch Automation Percentage: mpatch achieves the greatest automa-
tion percentage across all project languages and is able to correctly
apply 59% of complex patches automatically, on average. In com-
parison, GNU patch correctly applies 40% of patches, Git apply 16%,
and Git cherry-pick 41%.
Required Fixes: The number of lines that must be fixed by developers
after patching shows variance between project languages, with
patches in PHP projects requiring the fewest fixes and patches in
C# projects requiring the most. mpatch performs best across all
project languages with 18 fixes needed on average. Current patchers
require noticeable more fixes on average, ranging from 26 fixes (Git

cherry-pick) to 46 fixes (Git apply). On average, current patchers
require 47% to 155% more manual fixes after being used.
F1-Score: mpatch achieves the best F1-score across all project lan-
guages with an average of 0.95, and therefore the best trade-off
between precision and recall. In comparison, GNU patch and Git
cherry-pick achieve an F1-score of 0.9 and Git apply performs the
worst with an average F1-score of 0.84.
Precision: All patchers exhibit high precision (> 0.9), with Git apply
showing the highest precision for every project language. mpatch
performs (slightly) worse than current patchers, which achieve a
1.5% to 2.7% higher precision at the cost of reduced recall.
Recall: On average, GNU patch and Git cherry-pick achieve recalls
of 0.80 and 0.83, respectively; Git apply performs the worst with
a recall of 0.66. In contrast, mpatch achieves an average recall of
0.96 and it outperforms the remaining patchers across all project
languages. On average, we observe that the best current patcher,
Git cherry-pick, has a 13.44% lower recall than mpatch.

Language-wise, we observe some variance; e.g., all patchers have
lower precision and recall for C# projects. Similarly for automation
level, we observe the worst performance across all patchers for
C#. Moreover, we find that patch scenarios in PHP projects require
fewer fixes than scenarios in other project languages. The number
of required fixes varies largely w.r.t. the project languages and
patchers; e.g., for JavaScript, patches applied by mpatch need one-
tenth of the fixes compared to the remaining patchers.

In terms of execution time, we observed no outstanding behavior
as all patchers needmuch less than one second per patch on average.

All in all, mpatch considerably improves the degree of automa-
tion, the number of required fixes, and the recall in comparison to
current patchers, at the cost of a small reduction in precision.

5.3 Impact on Frequently Patched Projects.
For RQ3, we compare the performance of mpatch to the currently
best-performing patcher Git cherry-pick in the five projects with
the highest number of cherry picks. Table 4 presents the result
of this comparison. The ratio of cherry picks to commits (‘cherry
pick [%]’) shows that the projects utilize cherry picking very dif-
ferently. Some projects mostly commit trivial cherry picks for
which we do not expect differences between the patchers. For in-
stance, ‘intellij-community’ features only 859 complex cherry picks
out of 12,998 cherry picks in total. Next, the table presents the
amount of required fixes on average per complex patch (columns
‘required fixes <tool>’). We can then calculate the total number
of required manual fixes in a project; e.g., for ‘ceph’ this would
be 30.8 fixes

complex cherry pick ·7,758 complex cherry picks = 238,946 fixes
for Git cherry-pick and 18.0 · 7,758 = 139,644 for mpatch. The last
two columns show the automation percentage, which represents
the percentage of patches that were applied correctly by a patcher.

6 Discussion
6.1 Answers to Our Research Questions

RQ1: Effectiveness of current general-purpose patchers. In our
evaluation of current patchers,Git cherry-pick performed best. Com-
pared to GNU patch, it also has the advantage that it is integrated
directly into a version control system. This saves manual effort to
commit changes, especially for trivial patches that can be applied
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Table 3: Comparison of the considered patchers for various project languages.

Project Languages
Metric Patcher Python JavaS. Go C++ Java TypeS. C C# PHP Rust 𝑥 ±% |𝑟𝑅𝐵 |

Autom. (%)

mpatch 59.93 62.09 61.78 53.26 59.92 57.93 66.04 49.50 56.47 50.07 59.11
GNU patch 44.18 39.25 35.38 36.64 40.09 40.62 45.30 33.74 45.77 34.75 40.29 −31.83% 0.37
Git apply 24.22 14.65 13.85 16.38 11.72 20.14 12.94 15.30 26.81 16.56 15.78 −73.30% 0.77
Git cp 42.03 36.73 48.85 37.08 38.78 42.28 44.18 33.81 44.64 36.17 41.00 −30.65% 0.36

Req. Fixes

mpatch 11.53 8.78 27.03 23.50 8.90 12.04 18.91 69.59 5.06 10.82 17.92
GNU patch 37.17 90.74 53.66 51.95 33.38 35.43 30.39 136.17 15.56 37.45 41.57 132.03% 0.37
Git apply 40.22 93.60 58.14 56.39 38.59 38.46 33.84 139.19 17.70 44.57 45.69 154.94% 0.57
Git cp 23.48 81.85 35.99 30.87 22.39 20.92 19.87 72.35 10.19 26.77 26.34 46.94% 0.32

F1 Score

mpatch 0.94 0.95 0.96 0.94 0.96 0.96 0.95 0.93 0.93 0.96 0.95
GNU patch 0.89 0.88 0.92 0.87 0.92 0.91 0.90 0.86 0.90 0.90 0.90 −5.49% 0.35
Git apply 0.84 0.82 0.88 0.82 0.86 0.88 0.81 0.82 0.87 0.86 0.84 −11.36% 0.59
Git cp 0.90 0.90 0.93 0.89 0.92 0.93 0.90 0.88 0.90 0.92 0.90 −4.70% 0.33

Precision

mpatch 0.94 0.92 0.96 0.92 0.96 0.95 0.94 0.91 0.90 0.95 0.94
GNU patch 0.96 0.93 0.97 0.93 0.97 0.97 0.95 0.93 0.92 0.96 0.95 1.53% 0.19
Git apply 0.97 0.98 0.98 0.95 0.98 0.98 0.96 0.96 0.92 0.97 0.96 2.68% 0.32
Git cp 0.95 0.95 0.97 0.94 0.97 0.97 0.95 0.94 0.91 0.96 0.95 1.55% 0.18

Recall

mpatch 0.95 0.94 0.97 0.96 0.97 0.96 0.96 0.92 0.98 0.97 0.96
GNU patch 0.81 0.75 0.84 0.77 0.84 0.80 0.77 0.76 0.87 0.84 0.80 −16.78% 0.70
Git apply 0.70 0.59 0.75 0.64 0.70 0.71 0.55 0.62 0.77 0.74 0.66 −31.76% 0.86
Git cp 0.84 0.77 0.88 0.81 0.85 0.85 0.80 0.78 0.89 0.87 0.83 −13.44% 0.66

Table 4: Comparison of automation potential of mpatch and
Git cherry-pick in projects with the most cherry picks.

repository cherry
pick [%]

#cherry
picks

#complex
cherry
picks

#required
fixes
Git cp

#required
fixes

mpatch

fully
autom.
Git cp

fully
autom.
mpatch

IntelliJ 2.45 12,998 859 6.8 3.0 56.7% 66.0%
Hadoop 21.02 14,553 3,618 15.6 5.0 34.2% 62.0%
FreeBSD 2.31 21,266 3,316 8.3 4.3 42.3% 67.0%
FFmpeg 17.99 23,774 3,829 3.3 1.2 55.0% 76.4%
ceph 22.01 32,651 7,758 30.8 18.0 36.0% 59.3%

without fixes. However, it comes at the price of Git cherry-pick be-
ing less applicable, specifically to Git projects only. For instance, it
is difficult to create a patch and transfer it to another project. More-
over, Git cherry-pick does not outperform GNU patch by a great
margin as its merge-based strategy is susceptible to any change
in the context being reported as conflict. In our evaluation, we
inspected several patches manually, to understand the workflow of
patchers and their strengths and weaknesses. We observed cases in
which Git cherry-pick reported extremely complex merge conflicts,
even if the patch only contained one or two changes. For example,
the cherry pick applied as commit 0539294 in the project moby
changed a single line in the target, but upon replaying, Git reports a
merge conflict spanning several hundred lines. Such extreme cases
highlight the limitations of the merge-based strategy.

In general, current patchers achieve high precision but fall short
in the recall and patch automation rates. Overall, less than half of
the patches can be automatically applied with current patchers. In

terms of recall and automation, Git apply performed much worse
than GNU patch and Git cherry-pick. This is likely due to its strict
rejection heuristic: any difference in the target’s context leads to
a rejection (cf. Section 2.2.2). Interestingly, this behavior only in-
creases precision marginally. By comparing the results of Git apply
and GNU patch, we find that a partially common context is a reliable
indicator that a change is required as GNU patch achieves a much
higher recall with its more relaxed context-based strategy.

RQ1: Git cherry-pick is the most effective current patcher, when
Git histories are available. While current patchers can identify
undesired changes reliably, they often reject required changes or
apply them at wrong locations. To increase automation, new patch
tools should improve recall as this promises better overall results.

RQ2: Effectiveness of mpatch. Our results show that mpatch per-
forms consistently better than current patchers across all project
languages. Specifically, the automation percentage and number of
requires fixes are improved considerably: mpatch can apply 44%
more patches correctly than Git cherry-pick (i.e., automation per-
centages of 59% vs. 41%), and mpatch requires 8.4 fewer fixes per
patch on average. We observe a similar improvement for the Top-5
projects with the highest number of patches (cf. Table 4).

The improvement in automation percentage and required fixes is
also reflected by an improved F1-score, which represents the trade-
off between precision and recall. While the precision of mpatch is
(slightly) lower across all project languages, its recall is consider-
ably higher. This is most likely due to its match-based approach
being able to identify the correct locations for required changes

8

https://github.com/JetBrains/intellij-community
https://github.com/apache/hadoop
https://github.com/freebsd/freebsd-src
https://github.com/FFmpeg/FFmpeg
https://github.com/ceph/ceph
https://github.com/moby/moby/commit/053929465227ce5d123f623c116651707d217b24
https://github.com/moby/moby/


929

930

931

932

933

934

935

936

937

938

939

940

941

942

943

944

945

946

947

948

949

950

951

952

953

954

955

956

957

958

959

960

961

962

963

964

965

966

967

968

969

970

971

972

973

974

975

976

977

978

979

980

981

982

983

984

985

986

Decades of GNU Patch and Git Cherry-Pick: Can We Do Better? Conference acronym ’XX, June 03–05, 2018, Woodstock, NY

987

988

989

990

991

992

993

994

995

996

997

998

999

1000

1001

1002

1003

1004

1005

1006

1007

1008

1009

1010

1011

1012

1013

1014

1015

1016

1017

1018

1019

1020

1021

1022

1023

1024

1025

1026

1027

1028

1029

1030

1031

1032

1033

1034

1035

1036

1037

1038

1039

1040

1041

1042

1043

1044

more often than a context-based approach. By matching entire files,
mpatch applies fewer changes to similar, but incorrect locations
and rejects fewer (required) changes for which the context differs
between the source and the target.

Overall, our prototypical implementation ofmpatch outperforms
all tested patchers, including Git cherry-pick, despite biases in favor
of Git cherry-pick (cf. Section 6.2) on real-world open-source patch
scenarios. Thus, our prototype improves the state-of-the-art and
may be used right away.

RQ2: Our evaluation presents strong empirical evidence that mpatch
outperforms current language-agnostic patchers on a wide spectrum
of patch scenarios. Using mpatch, practicioners could on average
apply 44% more patches automatically, requiring no manual fixing,
than the best current language-agnostic patcher.

RQ3: Potential impact of improving language-agnostic patching
with mpatch. Finding thatmpatch improves patching for individual
patching scenarios, we also gauge its potential impact for devel-
opers, in general. To this end, we first consider the prominence of
patching in public repositories, and second, the heavy reliance of
some projects on patching.

While mining cherry picks from repositories, we were only able
to identify cherry picks in 696 out of 5,000, but we may have missed
patches that were applied with other tools than Git cherry-pick. As
we only selected cherry picks with dedicated, optionally-generated
commit messages (cf. Section 4.1), it is likely that we missed an
unknown number of cherry picks without this message, and patch
scenarios that were createdwith other patchers ormanual copy-and-
pasting. Despite this limitation, we were able to identify about 423k
patches, with about 101k of them being complex. This corresponds
to about 144 complex cherry picks per project with cherry picks. Of
these 101k complex patches, mpatch is able to automatically apply
about 17k more patches than the best current patcher. For each of
these patches, manual effort is saved in addition to requiring fewer
fixes in most cases.

We also investigated the potential impact ofmpatch in the Top-5
projects with the highest number of cherry picks (cf. Table 4). Here,
we observe that patching is a central aspect for three of these five
projects, as more than 17% of all commits in their history were
patched (i.e., cherry picked). For these projects, mpatch could lead
to a substantial reduction in manual effort that is caused by fixing
patches. The most extreme case we found is in ceph: 22% of their
commits are patches. In ceph, mpatch could have applied 1,800
more patches automatically than Git cherry-pick, while requiring
only half the number of fixes.

RQ3: Our evaluation shows that mpatch could have a large pos-
itive impact on patching in many different projects and domains,
especially projects that heavily utilize patching.

6.2 Threats to Validity
Internal Validity. As with any software, bugs in our evaluation

setup might lead to incorrect conclusions. To ensure the correctness
of mpatch, we implemented unit and integration tests that check
its match, filter, and apply phase in various patching scenarios.
Whenever applicable, we also integrated implementations of trusted

libraries into our prototype, e.g., for the LCS matcher. We further
reviewed edge cases and anomalies to double-check our complete
evaluation work flow.

In our evaluation we calculate various metrics that are influenced
by the outcomes of Unix diff; we use it to assess the difference
of the expected patch target and the achieved patch target. Such
a diff is intrinsically heuristic, i.e., there are many different but
valid diffs of two files. GNU patch, Git apply, and our mpatch use a
diff as input, and thus may be biased by this. However, most other
patchers are either also based on Unix diff or a derivate of it.

All patch scenarios in our evaluation were originally performed
using Git cherry-pick, which introduces two biases in its favor. First,
Git cherry-pick’s patch results are often more similar to our evalu-
ation’s ground truth, because it was derived from Git cherry-pick:
each of our patch scenarios is the result of a developer using Git
cherry-pick, and then fixing its result, i.e., resolving merge conflicts.
In each patch scenario, a developer thus started to resolve conflicts
after they were presented the Git cherry-pick results of our eval-
uation. Second, our dataset may miss cases where Git cherry-pick
performed exceptionally poor. Such cases could be either Git cherry-
pick crashing or creating too many merge conflicts to be managable.
Instead of attempting to deal with these scenarios and commit their
result, these scenarios may have just been skipped or handled with
another tool. It is thus noteable that mpatch still performed better
than Git cherry-pick.

We evaluated all patchers in their default configuration. Each
patcher offers various fine-tuning options for specific tasks, and
using these configurations may yield different outcomes. However,
we chose to evaluate only the most straightforward, and likely most
commonly used default configurations. We argue that this approach
provides a good impression of a patcher’s effectiveness.

External Validity. Our dataset is limited to public projects on
GitHub and our observations thus might not be generalizable to
closed-source projects. However, many professional developers
participate in projects on GitHub and our dataset of diverse projects
should cover many different programming practices. Similarly, our
results may not generalize to less popular projects. However, a
better patching tool would have a less impact for these, anyway.

In our evaluation, we only consider patch scenarios that stem
from cherry picks and thus Git cherry-pick. Currently, our knowl-
edge of patch scenarios from other tools is severely limited, and
we have no reliable way of collecting them, automatically. How-
ever, our dataset of patches is huge and covers various domains,
broadening our knowledge at least for cherry picks in open source.

7 Related Work
7.1 Techniques Related to Patching

Language-specific Patching. Almost all language-specific patch-
ers were designed for patch backporting. Patch backporting creates
a patch from changes applied to a newer version of a program
and transforms this patch to fit an older version. Most backporting
techniques focus on backporting patches for the Linux kernel [34],
some specialize on Linux device drivers only [31, 37], while others
are applicable for code of a specific language, e.g., C code [34, 44] or
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PHP [35]. Harnessing the syntax, semantics, control flow or depen-
dencies of their application domain, they (e.g., FixMorph [34] and
TSBPORT [44]) likely outperform language-agnostic patchers. How-
ever, this effectiveness comes at the price of limited applicability,
specifically to the chosen file types and languages. We consider a di-
rect comparison with language-specific patching out of the scope of
this paper as backporting techniques are complementary tompatch:
Whilempatch can be used for language-agnostic patching spanning
hundreds of different languages and file types, language-specific
patchers could be preferred for their specialized use cases focusing
changes to files written in supported languages.

LLM-based patching. Recently, Pan et al. [28] proposed the first
LLM-based patching approach called 𝑃𝑃𝐴𝑇𝐻𝐹 for applying patches
between hard project forks. By using an LLM, their approach is in
principle language-agnostic. However, it was specifically designed
for the patching of functions (aka. procedures), and was only evalu-
ated on patches to C functions in (Neo)vim. Thus, it is unclear how
the applicability of their approach generalizes to other program-
ming languages and whether it can be used for other artifacts (e.g.,
configuration files, or documentation) and larger patches.

Patching in Variant-Rich Systems. Prior work investigated the
potential to automate patching for clone-and-own variants (i.e.,
diverged versions) [32]. They simulated diverging versions of the
Unix suite BusyBox and observed that GNU patch achieved a high
precision and recall of 0.92 and 0.93. While we report a similar pre-
cision for GNU patch, we found that its recall does not generalize
to patch scenarios in public projects, where is presented an aver-
age recall of only 0.80. Research on patch propagation [26], patch
mutation [5], patch filtering [17], or differencing [6] for config-
urable software (i.e., software product lines) assumes the existence
of explicit documentation on (1) the available software versions or
variants, and (2) the relation of source code to configuration options
(e.g., via C preprocessor annotations). Techniques that rely on an
integrated platform [1, 2, 2, 11, 19–22, 33, 36, 41] propagate changes
to software variants automatically but require a single representa-
tion of all software variants similar to software product lines. While
such methods are effective when explicit knowledge on variability
is present, they are neither applicable as language-agnostic patchers
nor account for cases without this explicit knowledge.

7.2 Studies on Patching Practices
Businge et al. [7] conducted a study on patching between forks in
Android, .NET, and JavaScript systems. They found that the rate of
patching between forks is overall low and that most patches are ap-
plied to forks as pull requests (i.e., merges). They also investigated
patching between two forks and observed that Git cherry-pick is
seldom used (9% of Android, 0.9% of .NET, and 2.5% of JavaScript).
In contrast, we found cherry-picks in about 14% of the projects in
our dataset. We suspect that this discrepancy is due to their more
conservative method of considering only trivial cherry-picks. Ramk-
isoen et al. [30] investigated the “patch technical lag” in divergent
forks: They found that it takes 27 weeks on average until a bug fix
is propagated to a fork that requires it. Jang et al. [13] investigated
vulnerability patching over time. They found that the majority
of clones remain unpatched after one year, and that some clones

remain unpatched even longer. All of these empirical findings sug-
gest a need for better tool support that helps with identifying and
applying patches. Li et al. [18] investigated patch porting strate-
gies among different Linux distributions. They found a variety of
porting strategies and that patch porting appears to be a trade-off
between introducing too many patch-related bugs and missing too
many important patches. Regarding the complexity of patching,
Shariffdeen et al. [34] investigated the typical number of patches
that are backported and the time required to backport them. They
found that many patches are backported to Linux kernel versions
(about 8% per Linux version) and that backporting requires more
than 20 days for 80% of patches. Furthermore, when analyzing
patches they observed that only 23% of backported patches were
trivial. This suggests that patch backporting is more complex than
patching in general, as we observed that more than 75% of patches
in our dataset were trivial.

8 Conclusion
In this paper, we investigated the prominence of patching in public
repositories and the effectiveness of patchers in complex patch
scenarios. In complex scenarios, the source and target version of a
patch diverged and exhibit differences that patchers have to han-
dle. For these, we observed that patchers apply patches with high
precision, but low recall as current patchers struggle to identify
the correct change locations. This causes an overall low rate of
automation of only 16% to 41% of the investigated patch scenarios.

To address these shortcomings, we introduced mpatch, a novel
language-agnostic patching technique with a match-based strategy.
mpatch achieves a considerably higher automation rate than the
best current patcher in the studied patch scenarios, and can apply
44% more patches automatically without mistakes. We investigated
the potential impact of mpatch on patching in practice. To this end,
wemined a dataset of over 400,000 scenarios from 5,000 open source
repositories on GitHub, of which over 100,000 were identified as
complex. Of these complex scenarios, mpatch can correctly and
automatically apply 17k patches more than the best current patcher.
This directly impacts projects that heavily rely on patching, such
as ceph, in which we found more than 7,000 complex patches, of
which mpatch applies 1,800 more patches automatically.

In conclusion, our work shows that language-agnostic patching
is a challenging problem in software maintenance and evolution.
Particularly, when the source and target of a patch diverge, cur-
rent language-agnostic patchers fall short. Consequently, our work
paves the way for more efficient maintenance and evolution of
complex software projects, for instance, by integrating mpatch into
version control systems. Additionally, our large dataset of complex
patches can be used to evaluate the effectiveness of novel patching
techniques, or to study patching practices in public repositories.
Finally, our design and implementation of a match-based patcher
demonstrated superior effectiveness compared to a family of tools
that have evolved and matured over almost 40 years. This under-
scores the importance of re-evaluating even the most established
methods and techniques in our more than vibrant research area of
software engineering.
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